**C# - Arrays**

An array stores a fixed-size sequential collection of elements of the same type. An array is used to store a collection of data, but it is often more useful to think of an array as a collection of variables of the same type stored at contiguous memory locations.

Instead of declaring individual variables, such as number0, number1, ..., and number99, you declare one array variable such as numbers and use numbers[0], numbers[1], and ..., numbers[99] to represent individual variables. A specific element in an array is accessed by an index.

All arrays consist of contiguous memory locations. The lowest address corresponds to the first element and the highest address to the last element.
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## Declaring Arrays

To declare an array in C#, you can use the following syntax:

datatype[] arrayName;

where,

* d*atatype* is used to specify the type of elements in the array.
* *[ ]* specifies the rank of the array. The rank specifies the size of the array.
* *arrayName* specifies the name of the array.

For example,

double[] balance;

## Initializing an Array

Declaring an array does not initialize the array in the memory. When the array variable is initialized, you can assign values to the array.

Array is a reference type, so you need to use the **new** keyword to create an instance of the array. For example,

double[] balance = new double[10];

## Assigning Values to an Array

You can assign values to individual array elements, by using the index number, like:

double[] balance = new double[10];

balance[0] = 4500.0;

You can assign values to the array at the time of declaration, as shown:

double[] balance = { 2340.0, 4523.69, 3421.0};

You can also create and initialize an array, as shown:

int [] marks = new int[5] { 99, 98, 92, 97, 95};

You may also omit the size of the array, as shown:

int [] marks = new int[] { 99, 98, 92, 97, 95};

You can copy an array variable into another target array variable. In such case, both the target and source point to the same memory location:

int [] marks = new int[] { 99, 98, 92, 97, 95};

int[] score = marks;

When you create an array, C# compiler implicitly initializes each array element to a default value depending on the array type. For example, for an int array all elements are initialized to 0.

## Accessing Array Elements

An element is accessed by indexing the array name. This is done by placing the index of the element within square brackets after the name of the array. For example,

double salary = balance[9];

The following example, demonstrates the above-mentioned concepts declaration, assignment, and accessing arrays:

using System;

namespace ArrayApplication

{

class MyArray

{

static void Main(string[] args)

{

int [] n = new int[10]; /\* n is an array of 10 integers \*/

int i,j;

/\* initialize elements of array n \*/

for ( i = 0; i < 10; i++ )

{

n[ i ] = i + 100;

}

/\* output each array element's value \*/

for (j = 0; j < 10; j++ )

{

Console.WriteLine("Element[{0}] = {1}", j, n[j]);

}

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Element[0] = 100

Element[1] = 101

Element[2] = 102

Element[3] = 103

Element[4] = 104

Element[5] = 105

Element[6] = 106

Element[7] = 107

Element[8] = 108

Element[9] = 109

## Using the *foreach* Loop

In the previous example, we used a for loop for accessing each array element. You can also use a **foreach** statement to iterate through an array.

using System;

namespace ArrayApplication

{

class MyArray

{

static void Main(string[] args)

{

int [] n = new int[10]; /\* n is an array of 10 integers \*/

/\* initialize elements of array n \*/

for ( int i = 0; i < 10; i++ )

{

n[i] = i + 100;

}

/\* output each array element's value \*/

foreach (int j in n )

{

int i = j-100;

Console.WriteLine("Element[{0}] = {1}", i, j);

i++;

}

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Element[0] = 100

Element[1] = 101

Element[2] = 102

Element[3] = 103

Element[4] = 104

Element[5] = 105

Element[6] = 106

Element[7] = 107

Element[8] = 108

Element[9] = 109

## C# Arrays

There are following few important concepts related to array which should be clear to a C# programmer:

# C# - Multidimensional Arrays

C# allows multidimensional arrays. Multi-dimensional arrays are also called rectangular array. You can declare a 2-dimensional array of strings as:

string [,] names;

or, a 3-dimensional array of int variables as:

int [ , , ] m;

## Two-Dimensional Arrays

The simplest form of the multidimensional array is the 2-dimensional array. A 2-dimensional array is a list of one-dimensional arrays.

A 2-dimensional array can be thought of as a table, which has x number of rows and y number of columns. Following is a 2-dimensional array, which contains 3 rows and 4 columns:

![Two Dimensional Arrays in C#](data:image/jpeg;base64,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)

Thus, every element in the array a is identified by an element name of the form a[ i , j ], where a is the name of the array, and i and j are the subscripts that uniquely identify each element in array a.

## Initializing Two-Dimensional Arrays

Multidimensional arrays may be initialized by specifying bracketed values for each row. The Following array is with 3 rows and each row has 4 columns.

int [,] a = int [3,4] = {

{0, 1, 2, 3} , /\* initializers for row indexed by 0 \*/

{4, 5, 6, 7} , /\* initializers for row indexed by 1 \*/

{8, 9, 10, 11} /\* initializers for row indexed by 2 \*/

};

## Accessing Two-Dimensional Array Elements

An element in 2-dimensional array is accessed by using the subscripts. That is, row index and column index of the array. For example,

int val = a[2,3];

The above statement takes 4th element from the 3rd row of the array. You can verify it in the above diagram. Let us check the program to handle a two dimensional array:

using System;

namespace ArrayApplication

{

class MyArray

{

static void Main(string[] args)

{

/\* an array with 5 rows and 2 columns\*/

int[,] a = new int[5, 2] {{0,0}, {1,2}, {2,4}, {3,6}, {4,8} };

int i, j;

/\* output each array element's value \*/

for (i = 0; i < 5; i++)

{

for (j = 0; j < 2; j++)

{

Console.WriteLine("a[{0},{1}] = {2}", i, j, a[i,j]);

}

}

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

a[0,0]: 0

a[0,1]: 0

a[1,0]: 1

a[1,1]: 2

a[2,0]: 2

a[2,1]: 4

a[3,0]: 3

a[3,1]: 6

a[4,0]: 4

a[4,1]: 8

# C# - Jagged Arrays

A Jagged array is an array of arrays. You can declare a jagged array named *scores* of type**int** as:

int [][] scores;

Declaring an array, does not create the array in memory. To create the above array:

int[][] scores = new int[5][];

for (int i = 0; i < scores.Length; i++)

{

scores[i] = new int[4];

}

You can initialize a jagged array as:

int[][] scores = new int[2][]{new int[]{92,93,94},new int[]{85,66,87,88}};

Where, scores is an array of two arrays of integers - scores[0] is an array of 3 integers and scores[1] is an array of 4 integers.

## Example

The following example illustrates using a jagged array:

using System;

namespace ArrayApplication

{

class MyArray

{

static void Main(string[] args)

{

/\* a jagged array of 5 array of integers\*/

int[][] a = new int[][]{new int[]{0,0},new int[]{1,2},new int[]{2,4},new int[]{ 3, 6 }, new int[]{ 4, 8 } };

int i, j;

/\* output each array element's value \*/

for (i = 0; i < 5; i++)

{

for (j = 0; j < 2; j++)

{

Console.WriteLine("a[{0}][{1}] = {2}", i, j, a[i][j]);

}

}

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

a[0][0]: 0

a[0][1]: 0

a[1][0]: 1

a[1][1]: 2

a[2][0]: 2

a[2][1]: 4

a[3][0]: 3

a[3][1]: 6

a[4][0]: 4

a[4][1]: 8

# C# - Passing Arrays as Function Arguments

You can pass an array as a function argument in C#. The following example demonstrates this:

using System;

namespace ArrayApplication

{

class MyArray

{

double getAverage(int[] arr, int size)

{

int i;

double avg;

int sum = 0;

for (i = 0; i < size; ++i)

{

sum += arr[i];

}

avg = (double)sum / size;

return avg;

}

static void Main(string[] args)

{

MyArray app = new MyArray();

/\* an int array with 5 elements \*/

int [] balance = new int[]{1000, 2, 3, 17, 50};

double avg;

/\* pass pointer to the array as an argument \*/

avg = app.getAverage(balance, 5 ) ;

/\* output the returned value \*/

Console.WriteLine( "Average value is: {0} ", avg );

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Average value is: 214.4

# C# - Param Arrays

At times, while declaring a method, you are not sure of the number of arguments passed as a parameter. C# param arrays (or parameter arrays) come into help at such times.

The following example demonstrates this:

using System;

namespace ArrayApplication

{

class ParamArray

{

public int AddElements(params int[] arr)

{

int sum = 0;

foreach (int i in arr)

{

sum += i;

}

return sum;

}

}

class TestClass

{

static void Main(string[] args)

{

ParamArray app = new ParamArray();

int sum = app.AddElements(512, 720, 250, 567, 889);

Console.WriteLine("The sum is: {0}", sum);

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

The sum is: 2938

# C# - Array Class

he Array class is the base class for all the arrays in C#. It is defined in the System namespace. The Array class provides various properties and methods to work with arrays.

## Properties of the Array Class

The following table describes some of the most commonly used properties of the Array class:

|  |  |
| --- | --- |
| **Sr.No** | **Property** |
| 1 | **IsFixedSize**  Gets a value indicating whether the Array has a fixed size. |
| 2 | **IsReadOnly**  Gets a value indicating whether the Array is read-only. |
| 3 | **Length**  Gets a 32-bit integer that represents the total number of elements in all the dimensions of the Array. |
| 4 | **LongLength**  Gets a 64-bit integer that represents the total number of elements in all the dimensions of the Array. |
| 5 | **Rank**  Gets the rank (number of dimensions) of the Array. |

## Methods of the Array Class

The following table describes some of the most commonly used methods of the Array class:

|  |  |
| --- | --- |
| **Sr.No** | **Methods** |
| 1 | **Clear**  Sets a range of elements in the Array to zero, to false, or to null, depending on the element type. |
| 2 | **Copy(Array, Array, Int32)**  Copies a range of elements from an Array starting at the first element and pastes them into another Array starting at the first element. The length is specified as a 32-bit integer. |
| 3 | **CopyTo(Array, Int32)**  Copies all the elements of the current one-dimensional Array to the specified one-dimensional Array starting at the specified destination Array index. The index is specified as a 32-bit integer. |
| 4 | **GetLength**  Gets a 32-bit integer that represents the number of elements in the specified dimension of the Array. |
| 5 | **GetLongLength**  Gets a 64-bit integer that represents the number of elements in the specified dimension of the Array. |
| 6 | **GetLowerBound**  Gets the lower bound of the specified dimension in the Array. |
| 7 | **GetType**  Gets the Type of the current instance. (Inherited from Object.) |
| 8 | **GetUpperBound**  Gets the upper bound of the specified dimension in the Array. |
| 9 | **GetValue(Int32)**  Gets the value at the specified position in the one-dimensional Array. The index is specified as a 32-bit integer. |
| 10 | **IndexOf(Array, Object)**  Searches for the specified object and returns the index of the first occurrence within the entire one-dimensional Array. |
| 11 | **Reverse(Array)**  Reverses the sequence of the elements in the entire one-dimensional Array. |
| 12 | **SetValue(Object, Int32)**  Sets a value to the element at the specified position in the one-dimensional Array. The index is specified as a 32-bit integer. |
| 13 | **Sort(Array)**  Sorts the elements in an entire one-dimensional Array using the IComparable implementation of each element of the Array. |
| 14 | **ToStringk**  Returns a string that represents the current object. (Inherited from Object.) |

For complete list of Array class properties and methods, please consult Microsoft documentation on C#.

## Example

The following program demonstrates use of some of the methods of the Array class:

using System;

namespace ArrayApplication

{

class MyArray

{

static void Main(string[] args)

{

int[] list = { 34, 72, 13, 44, 25, 30, 10 };

int[] temp = list;

Console.Write("Original Array: ");

foreach (int i in list)

{

Console.Write(i + " ");

}

Console.WriteLine();

// reverse the array

Array.Reverse(temp);

Console.Write("Reversed Array: ");

foreach (int i in temp)

{

Console.Write(i + " ");

}

Console.WriteLine();

//sort the array

Array.Sort(list);

Console.Write("Sorted Array: ");

foreach (int i in list)

{

Console.Write(i + " ");

}

Console.WriteLine();

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Original Array: 34 72 13 44 25 30 10

Reversed Array: 10 30 25 44 13 72 34

Sorted Array: 10 13 25 30 34 44 72